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Abstract. This research paper explores the integration of Domain-Specific 

Languages (DSLs) as a modeling framework for requirement engineering in 

software development lifecycle. The instantiation of the DSL is enabled form a 

proposed architecture of the Framework. The study investigates the benefits and 

challenges of using DSLs, emphasizing increased involvement of domain 

experts, reduced delivery time gaps, wider visibility, and reduced technology 

dependency. Through an Active Design Research (ADR) methodology, the 

paper consists in the execution of the first ADR cycle, proposing design 

principles for a DSL Framework. The findings highlight the importance of 

integrating domain knowledge, conceptual modeling, and semantic enrichment 

in requirement engineering. Further refinement of the empirical studies and 

feedback gathering from users on the proposed DSL framework will be part of 

the research project of the authors starting with this. 

 
Keywords: requirement engineering, information system design theory, action 

design research, domain specific language. 

 
 

1 Introduction 
The software development life cycle is complex and, in most cases, seen as an 

interdisciplinary project when correlated to the context of the usage of the application 

itself as well as the human interaction with the software. Requirement engineering is 

one of the initial phases of the software development lifecycle and is ofen referred to 

process of understanding of the stakeholder’s needs and documenting such needs once 

analysed. [1] It is as well considered as one of the most relevant topics of evaluation 

of the software quality and this calls for the need of continuos improvement of the 

undersatndng, approaches and tools used to conduct such phase during the 

development process of the software. 

There are multiple suggestions in the literature of what can be used for conducting the 

requirement engineering phase, and the scope of this research paper is to focus on a 

framework that considers the specificities of the domain and the problem/need at 

hand. We strongly believe that the interdisciplinarity of the information systems 

derives in an important rate from the requirement engineering process, and in this 

contex, we present two main arguments related to requirement engineering 

frameworks and domain-specific language (DSL) as a modeling framework for 

requirement engineering. The first argument discusses various requirement 

engineering frameworks and theories, highlighting the need for a comprehensive 

approach that integrates domain knowledge, conceptual modeling, and semantic 

enrichment. The second argument focuses on the potential benefits and challenges of 

using DSLs as a modeling framework for requirement engineering, emphasizing the 

advantages of increased involvement of domain experts, gap reduction in delivery 

time, wider visibility, and reduced dependency on technology. 

There are two research questions being addressed in this paper. 

Research Question 1: How can the integration with DSL enhance the requirement 

engineering aprocesses? 

Research Question 2: What are the benefits and challenges of using Domain-Specific 

Languages (DSLs) as a modeling framework for requirement engineering? 

The chosen methodology to conduct the research is through Active Design Research 

due to its ability to intercorrelate the domain expertise of practitioners with the 

literature and theory research during all the phases of an ADR cycle. This research 

conducts one ADR cycle while proposing the outputs of the evaluation, reflection, and 

learning phase as an input to the second ADR cycle and future work. 
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1.1 Requirement engineering frameworks and relevant theories 

Requirement engineering is a discipline that is primarly related to software 

engineering, although there is trace in the literature that there are correlations between 

requirement engineering and knowledge problem in the theory of a problem domain 

[33]. When engineering the requirements an iterative process starting with the 

problem and context identification, moving toward domain analysis and theory 

adeguation, and concluding with implementation and evaluation. Given the nature of 

the requirement engineering discipline mostly focused on action design problems, we 

have chosen for this research work the Action Design Research methodology. 

Consulting the body of literature [2][3], there is trace of proposed ideas for a 

framework to depict requirements using a specific DSL, the Unified Modeling 

Language (UML). The main phases identified in a framework of interest for our 

research [2] include the feasibility study, the requirement collection and specification, 

the analysis of business requirements, the system requirement modeling, and the 

system design, which executed in a cycle might propose some main building blocks 

for such a framework. 

The NATURE framework [4] is a more mature framework and provides a rigorous 

foundation for requirements engineering and it integrates various disciplines by 

suggesting that the major divisions in the domain theory are [4] the conceptual model 

construction and the enrichment of the modeling languages and it’s semantics. During 

our research on the NATURE framework, we came across some really useful 

publications [5],[6],[7],[8],[9],[10] that actually have conducted research work based 

on the Nature Framework. These publications have progressed and applied the 

framework to the domain of action research and this plays in favor of the maturity of 

the franmewor. Publications such as [11], [12], [13] are of important interest ot our 

work given the very close nature of research to ths paper.We will refer to the 

NATURE framework as an important example of an early work that identified and 

highlighted the need of a comprehensive approach to requirements engineering. 

 
1.2 Domain specific language as a modeling framework for requirement engineering 

Requirement engineering is a knowledge problem and as such the solving of the 

problem requires action design research and a design problem analysis [14]. Domain 

knowledge is a critical component in the analysis and assessment of requirement 

engineering. The framework proposed in this paper attemots to integrate the 

convergence of influences coming from domain knowledge and domain-specific 

language, thereby proposing an operative approach to the requirement engineering 

and modeling procedures. 

DSL enable domain experts to directly contribute to the development effort by 

autonomously specifying parts of the solution.[15] The advantages of using a DSL 

based framework for requirement gathering analysis, modeling and engineering would 

be as following: 

• Increased involvement of the business domain experts in the requirement 

analysis and modeling processes. 

• Gap reduction in terms of time to delivery of the operational and functional 

requirements. 

• Greater insight from industry professionals and experts into the 

comprehensive scope of designed requirements for the software application. 

• Higher understanding of the intercorrelated engineered or to be engineered 

functionalities due to the multidisciplinary background of the business 

domain experts. 

• Reduced dependency from the technology stack and provide an abstract meta- 

model of design that can be applied in different applications. 

Even though DSL can be a good solution to building abstract modeling languages that 

do not need to be instantiated but might as well be re-used in different software 
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environments, it is important to acknowledge the challenges and limits it poses. As 

discussed in [16] these challenges and problems lie within the following categories of 

model abstraction, model decomposition, model translation and a main noted problem 

is the model adaption in other applications. 

To bypass these problems this paper proposes an instantiable framework that lies 

upon an application and the DSL is implemented within the framework, leaving every 

possible application untouched with the DSL logic, syntax, and complexity. This 

would enable the maintenance of the framework and the DSL, the communication 

with multiple applications regardless from their architecture or technology stack and 

the enrichment in a single DSL meta-framework of all identified and mapped 

operational, functional, transactional, or non-functional requirements. 

 

 
 

Table 1. Proposed DSL Framework 

 
2 Information Systems Design Theory 
The present paper focuses on the Theory for Design and Action as the primary theory 

type of interest, which is action-oriented and primarily concerned with practical 

aspects of designing, building, and implementing information systems. As per the 

categorization of theories, there exist five macro types [17], and Information Systems 

Design Theory (ISDT) falls under this category. The ISDT provides design principles 

that facilitate the accomplishment of specific objectives in real-world settings, without 

restricting hypothetical evaluations to controlled experimental environments. Also, it 

equips theoretical instructions for developing and enabling a specific type of 

information system, while also contributing to the expansion of knowledge in the field 

[18], [19]. 

 

Table 1. Components of an Information System Design Theory [18] 



4 
 

3 Research approach 
The research approach of this paper to formulate an Information System Design 

Theory follows the framework proposed by Walles et al [18] and the design principles 

of the framework are based on the reusability principles of Iivari et al [20] and the 

approach of Sein et al [21] to construct, intervene and evaluate IT-artifact within an 

organization which will lead to the contribution into design principles and theories. 

The sensitivity toward the usage of theory while conducting the research is inspired 

by Iivari [22] and as such it is important for this research to incorporate theoretical 

foundations. ADR as a method that combines action research and design science 

research, aims to develop innovative IT solutions while simultaneously addressing 

organizational or societal problems. To be aware of the challenges that ADR poses as 

a chosen methodology and to be able to correctly address the nascent problems from 

using it, we will base the usability of this methodology to the finding of Haj-Bolouri 

et al [23]. 

Empirical findings and kernel theories will contribute to the creation of the 

Information System Design Theory of this paper. 

 
4 Action Design Research cycle 
The ISTD of this paper has been generated by running one cycle of the ADR - 

method. While identifying the practice inspired research principle which derives from 

multiple workshops with supply chain management experts and practitioners, we have 

intentionally gone through a thorough literature research to gather a full understanding 

and to base the paper on a theory-integrated base. 

These two principles from the problem formulation phase have been used to generate 

a class of features for the proposed framework which after implementation are 

evaluated. 

The first ADR cycle will be followed by to other ADR cycles to complete the whole 

research project and the outputs, evaluations, and reflections from the first ADR cycle 

will serve as an initial analysis in the problem formulation phase of the second ADR 

cycle. 

The whole three predicted cycles will be complemented with the reflection and 

learning principle to finalize the research project with generalized outcomes and a 

contribution to the exiting knowledge on the usage of DSL for requirement 

engineering. 

The first activities toward the identification and formulation of the problem have been 

2 workshops with practitioners from the supply chain management industry and the 

abstract outcomes are as following: 

• DSL shall empower the practitioners and consultants of the organization to 

model and engineer new requirements (functional, transactional, operational) 

form the frequently changing dynamics of the organization due to inner and 

outer factors. 

• A DSL Framework laying outside of the applications that provides 

requirement engineering for the applications, would ease the process of 

technology change, reengineering of applications and the procurement 

process of applications. 

• The DSL syntax is a layer of complexity that need to be overcome with the 

proper interactive training and documentation for the practitioners. 

• The technology stack of the Framework should be able to offer microservices 

and operate in different communication methods. Very new but relevant 

communication method should be implemented within the Framework. 

• The implementation process should ensure the completeness of all 

requirement engineering categories possible in the domain of interest. All 

novel requirement engineering cases should fall within the identified, 

analyzed and implemented categories of requirement engineering. 

 
The scope of these two workshops was to address questions, issues and problems 
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deriving from the industry in understanding the system requirements and needs in 

terms of modeling and engineering day-to-day requirements through a DSL. The 

workshop topics of discussion were combined with the theoretical background from 

the literature review process. An alpha prototype was generated which had 

implemented 5 macro categories of requirement engineering areas and 497 types of 

specific requirement engineering cases in total for all 5 categories. 

The identified categories of interest for the alpha prototype are displayed in Table 2. 

 

Macro category of Total number of requirement 
requirement engineering engineering cases implemented 

area in the alpha prototype through a DSL in the framework 

Accounting 103 

Business 100 

Finance 100 

Marketing 99 

Statistics 95 

Table 2. Identified macro categories of requirement engineering in the alpha prototype 

and the respective number of requirement engineering cases analyzed and coded in 

the Framework. 

 
The alpha prototype of the framework was developed with the primary objective of 

providing an evaluation basis for both researchers or practitioners who are part of this 

research project. Furthermore, it aimed to offer insightful input for the subsequent 

ADR cycle that would be subject to future design decisions. 

The reflection and learning stage provided important feedback toward the challenges 

that such Framework would pose to a possible implementation in an organization such 

as the ability from a practitioner perspective to abstract upon the granularity of the 

specific case of requirement engineering and the capability to categorize such specific 

case. The maintenance of the framework also requires further investigation, analysis 

and poses a governance topic for discussion in future ADR cycles. 

 

Table 3. ADR executed cycle. 

 
In the first cycle of ADR, the evaluation phase plays a very important role in 

providing crucial feedback regarding the feasibility of the project and its potential to 

contribute to the design principles of ISDT. The design principles themselves have 

undergone evaluation through the interaction with practitioners. In the following 

paragraph, we shall delve further into the findings and contributions of said 

evaluation. 
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5 Information Systems Design Theory for the DSL Framework 
Relying on the framework for Information System Design Theory proposed by Walls 

et al [18], we have executed all the necessary phases prescribed by the DSR 

methodology. This involved identification of the core theories regading DSL and 

requirement engineering, determination of the requirements for the proposed artifact, 

establishment of features that would direct the design process of the artifact, 

development of the artifact, implementation, and eventual evaluation. 

We used Action Design Research in this research project to undertake an analysis of 

the relationship between requirement engineering and information system design 

(ISD). 

We are aware that requirement engineering is more frequently linked to software 

engineering than to Information System Design. This study focuses on understanding 

and proposing a multidisciplinary approach in the requirement identification, 

modeling, and engineering processes, particularly in the context of ISD's design 

process and theory, by examining the existing literature. The studies cited as [24], 

[25], and [26] offer insightful information and support our initial presumtion. 

Based on the input from the workshop, and a consultation to existing literature on the 

classification, categorization, and modelling of DSL [27], [28], [29], we have 

modeled 5 main categories which result with a common usage in different industries 

and can be a good ground for the evaluation of the alpha prototype. 

In this paper, we have used the FEDS framework proposed by Venable et al [30] as 

guiding principle to ensure that the contribution constituent of the structure focuses on 

the impact of the investigation on the subject region during the assessment stage. 

The evaluands in this case are the requirement engineering cases that were 

categorized. The artefacts/evaluands are evaluated altogether divided by category, 

after the design artefacts is developed. A naturalistic evaluation assessed the impact 

made by the framework by using the categories of implemented DSL in the 

framework above two applications in the Supply Chain Management digital 

environment of a retail company. The evaluation is performed using two specific 

information systems in an organization with real and impacting problems deriving 

from the requirement engineering processes. The evaluation phase was successfully 

completed with a good level of user acceptance of the DSL Framework and a set of 

challenges, comments, and ideas that will be used as input during the problem 

formulation stage of the upcoming cycle of the ADR. 

 

The kernel theories for the Information System Design Theory used for this research 

are categorized as following: 

• Requirement engineering 

• Literature on DSL and DSL Frameworks 

• DSL Modeling and Semantics 

• Domain knowledge on business processes. 

 
The design principles produced by the design theory consultation and the design 

process of the artifact are explicites in the next paragraphs. . 

The first design principle identifies the multidisciplinary character of requirement 

engineering and calls for a significant contribution for a significant contribution from 

domain knowledge and cross-correlation with practitioners and experts in the field. 

[1], [4],[6]. 

From the literature research we have identified that an underlying set of operational, 

transactional, functional, and non-functional requirements deriving from the 

organizations will conduct a reciprocal interaction process between the researcher, 

domain experts, practitioners, and end users of the proposed framework. 

The second design concept focuses on the definition of a model and the semantics of 

the innovative DSL that is used in the proposed framework based on the rules already 

in place and a review of other relevant used DSLs. [15], [28], [31], [32]. To properly 

conduct the construction of the DSL we have conducted an iterative process of 
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domain definition and scope of the DSL, semantics and the communication 

microservices toward the information systems, evaluation, testing and continuous 

refinement and enrichment of the cases and categories of DSLs. 

 

 
6 Conclusion and future work 
Following the recommendations from Walls et al. [18] and Gregor et al. [19] for 

creating, formulating, and formalizing the design principles of Information System 

Design theory, this paper describes the execution of the first ADR cycle for the 

development of an implemented artifact. 

Such principles can help practitioners and research in providing a theory-based 

guidelines for the construction of Framework that uses DSL in requirement 

engineering, as well providing theory-based principles that can be subject to further 

empirical evaluation. 

These design principles are formulated and sustained both by empirical activities and 

from kernel theories and as such can be validated and considered a valuable 

contribution to the ISDT for a DSL Framework. 

We acknowledge that the generalization of the rules and knowledge to the Design 

Theory is limited by the reflection and learning stages of the ADR cycle described in 

this paper. More additional ADR cycles will be required to validate, improve, and 

generalize the suggested design principles before they can be considered as novelty 

and an ISDT contribution to a DSL Framework for Requirement Engineering. 

Drawing upon the investigations conducted in our paper, it has been determined that 

the assimilation of domain expertise, conceptual modeling, and semantic 

augmentation into requirement engineering frameworks can yield noteworthy 

enhancements in the quest for a comprehensive approach to information system 

modeling. This is particularly significant when contemplating the proficiency of end 

users. Theoretically, our research refers to a framework that comprises domain 

knowledge and provides a Domain-Specific Language (DSL) to expert users of the 

organizations for modeling information systems based on business requirements. This 

is mostly beneficial in terms of defining data flows and engineering functional 

requirements. 

By utilizing domain-specific concepts, terminology, and syntax through the DSL, 

expert users can effectively capture and represent the complex details of the 

organization's requirements that might change over time. This facilitates better 

communication between domain experts and system designers, leading to a more 

exact and comprehensive representation of the desired information system. 

Additionally, the framework can now capture the semantic meaning underlying the 

requirements thanks to the introduction of conceptual modeling approaches and 

semantic enrichment, ensuring that the system's architecture closely matches the 

intended business objectives. This not only enhances the clarity and understanding of 

the information system but also improves its overall effectiveness and efficiency. 

Nevertheless, it is important to acknowledge that our conclusions are derived from a 

theoretical examination. Further empirical studies and real-world implementations are 

necessary to authenticate the practical benefits and potential challenges associated 

with integrating domain knowledge, conceptual modeling, and semantic enrichment 

into requirement engineering frameworks. 

Using Domain-Specific Languages (DSLs) as a modeling framework for requirement 

engineering offers several benefits, as already mentioned in the research work, but it 

also presents challenges across different domains. These challenges should be taken in 

consideration while addressing the second research question and they are divided into 

three main areas. The first area consist in the technological gap from a system 

perspective in accepting modeling requests from the DSL Framework. Second area 

consists in the exper - user perspective and their ability to bypass the important 

learning curbe for the usage of the specific implemented DSL. Last, there are 

challenges to be addressed from a system architectural perspective, as this approach 
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would require a convergence in the Framework of all the existing architectural 

infrastructures (or at least the selected ones) that will exchange requirement 

engineering and modeling with the DSL framework. 

This paper indicates that there will be future ADR cycle and that the problem 

formulation phase will start with the challenges and issues regarding the proposed 

artifact identified during the Reflection and Learning phase of the first ADR cycle. 

The problem formulation phase of the future ADR cycle will be subject to empirical 

studies, workshops and response gathering from end-users that experienced the 

requirement engineering through the alpha prototype of proposed DSL Framework. 
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